
Soundness condition. The soundness condition requires that an event be mon-
itored if we would miss a match or obtain a spurious match by not monitoring
the event. A Dependency State Machine M matches, i.e., causes an externally
observable effect, after every prefix of the complete execution trace that is in
L(M), the language that M accepts.

Matching prefixes of a word. Let w ∈ Σ∗ and L ⊆ Σ∗. Then the matching
prefixes of w (with respect to L) are the set of prefixes of w in L:

matchesL(w) := {p ∈ Σ∗
| ∃s ∈ Σ∗ such that w = ps} ∩ L

Soundness condition. For any sound implementation of necessaryShadow
we require:

∀t = t1 . . . ti . . . tn ∈ Σ+. ∀i ≤ n ∈ N.
matchesL(M)(t1 . . . ti−1titi+1 . . . tn) �= matchesL(M)(t1 . . . ti−1ti+1 . . . tn)

=⇒ necessaryShadow(ti, t, i)

The soundness condition hence states that, if we are about to read a symbol
ti, and the monitoring aspect hits the final state when processing the complete
trace t but not when processing the partial trace which omits ti, or the other
way around, then we must monitor ti.

Note that Clara’s semantics assume that the advice associated with De-
pendency State Machines implement the monitor’s transition structure. In par-
ticular, any dependent advice which does anything beyond computing a state
transition must be marked final. Tools which generate Dependency State Ma-
chines, or programmers who write them, must take this semantics into account.

4 Clara as a framework

Version 1.0 of Clara includes three sound static analyses which eliminate irrel-
evant shadows. Recall from Figure 3 that Clara executes these analyses imme-
diately after weaving; the analyses plug into its static analysis engine. Analyses
may access all declared Dependency State Machines and the woven program.
The analyses also receive a list of joinpoint shadows.

For every shadow s, Clara exposes the following pieces of information:

– The dependent piece of advice a that s invokes, along with the name of a
and a list of variables that a binds.

– The source code position of s.
– The dynamic residue of s, which abstractly represents the runtime check that

determines whether a will actually execute. A static analysis can disable s
by setting its residue to the constant “NeverMatch”.

– A mapping from the variables that a binds at s to a points-to set [18] that
models all objects that these variables could possibly point to.


